**Unit – III/ Inheritance:**

**Access Specifiers**

Access modifiers are used to implement an important feature of Object-Oriented Programming known as [**Data Hiding**](https://practice.geeksforgeeks.org/problems/what-is-data-hiding). Consider a real-life example:

The Indian secret informatic system having 10 senior members have some top secret regarding national security. So we can think that 10 people as class data members or member functions who can directly access secret information from each other but anyone can’t access this information other than these 10 members i.e. outside people can’t access information directly without having any privileges. This is what data hiding is.  
Access Modifiers or Access Specifiers in a [class](https://www.geeksforgeeks.org/c-classes-and-objects/) are used to set the accessibility of the class members. That is, it sets some restrictions on the class members not to get directly accessed by the outside functions.

There are 3 types of access modifiers available in C++:

1. **Public**
2. **Private**
3. **Protected**

Let us now look at each one these access modifiers in details:

1. **Public**: All the class members declared under public will be available to everyone. The data members and member functions declared public can be accessed by other classes too. The public members of a class can be accessed from anywhere in the program using the direct member access operator (.) with the object of that class.  
   **Example:**

|  |
| --- |
| // C++ program to demonstrate public  // access modifier    #include<iostream>  using namespace std;    // class definition  class Circle  {      public:          double radius;            double  compute\_area()          {              return 3.14\*radius\*radius;          }    };    // main function  int main()  {      Circle obj;        // accessing public datamember outside class      obj.radius = 5.5;        cout << "Radius is: " << obj.radius << "\n";      cout << "Area is: " << obj.compute\_area();      return 0;  } |

**Output:**

Radius is: 5.5

Area is: 94.985

In the above program the data member *radius* is public so we are allowed to access it outside the class.

1. **Private**: The class members declared as *private* can be accessed only by the functions inside the class. They are not allowed to be accessed directly by any object or function outside the class. Only the member functions or the [friend functions](https://www.geeksforgeeks.org/friend-class-function-cpp/) are allowed to access the private data members of a class.  
   **Example:**

|  |
| --- |
| // C++ program to demonstrate private  // access modifier    #include<iostream>  using namespace std;    class Circle  {      // private data member      private:          double radius;        // public member function      public:          double  compute\_area()          {   // member function can access private              // data member radius              return 3.14\*radius\*radius;          }    };    // main function  int main()  {      // creating object of the class      Circle obj;        // trying to access private data member      // directly outside the class      obj.radius = 1.5;        cout << "Area is:" << obj.compute\_area();      return 0;  } |

The output of above program will be a compile time error because we are not allowed to access the private data members of a class directly outside the class.  
**Output**:

In function 'int main()':

11:16: error: 'double Circle::radius' is private

double radius;

^

31:9: error: within this context

obj.radius = 1.5;

^

However, we can access the private data members of a class indirectly using the public member functions of the class. Below program explains how to do this:

|  |
| --- |
| // C++ program to demonstrate private  // access modifier    #include<iostream>  using namespace std;    class Circle  {      // private data member      private:          double radius;        // public member function      public:          void compute\_area(double r)          {   // member function can access private              // data member radius              radius = r;                double area = 3.14\*radius\*radius;                cout << "Radius is: " << radius << endl;              cout << "Area is: " << area;          }    };    // main function  int main()  {      // creating object of the class      Circle obj;        // trying to access private data member      // directly outside the class      obj.compute\_area(1.5);          return 0;  } |

**Output**:

Radius is: 1.5

Area is: 7.065

1. **Protected**: Protected access modifier is similar to that of private access modifiers, the difference is that the class member declared as Protected are inaccessible outside the class but they can be accessed by any subclass(derived class) of that class.  
   **Example:**

|  |
| --- |
| // C++ program to demonstrate  // protected access modifier  #include <bits/stdc++.h>  using namespace std;    // base class  class Parent  {      // protected data members      protected:      int id\_protected;    };    // sub class or derived class  class Child : public Parent  {          public:      void setId(int id)      {            // Child class is able to access the inherited          // protected data members of base class            id\_protected = id;        }        void displayId()      {          cout << "id\_protected is: " << id\_protected << endl;      }  };    // main function  int main() {        Child obj1;        // member function of the derived class can      // access the protected data members of the base class        obj1.setId(81);      obj1.displayId();      return 0;  } |

**Output**:

id\_protected is: 81

**Types of Inheritance**

**Types of Inheritance in C++**

1. **Single Inheritance**: In single inheritance, a class is allowed to inherit from only one class. i.e. one sub class is inherited by one base class only.

![single-inheritance](data:image/png;base64,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)  
**Syntax**:

class subclass\_name : access\_mode base\_class

{

//body of subclass

};

|  |
| --- |
| // C++ program to explain  // Single inheritance  #include <iostream>  using namespace std;    // base class  class Vehicle {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };    // sub class derived from two base classes  class Car: public Vehicle{    };    // main function  int main()  {      // creating object of sub class will      // invoke the constructor of base classes      Car obj;      return 0;  } |

Output:

This is a vehicle
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   **Syntax**:

class subclass\_name : access\_mode base\_class1, access\_mode base\_class2, ....

{

//body of subclass

};

Here, the number of base classes will be separated by a comma (‘, ‘) and access mode for every base class must be specified.

|  |
| --- |
| // C++ program to explain  // multiple inheritance  #include <iostream>  using namespace std;    // first base class  class Vehicle {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };    // second base class  class FourWheeler {    public:      FourWheeler()      {        cout << "This is a 4 wheeler Vehicle" << endl;      }  };    // sub class derived from two base classes  class Car: public Vehicle, public FourWheeler {    };    // main function  int main()  {      // creating object of sub class will      // invoke the constructor of base classes      Car obj;      return 0;  } |

Output:

This is a Vehicle

This is a 4 wheeler Vehicle

1. **Multilevel Inheritance**: In this type of inheritance, a derived class is created from another derived class.
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|  |
| --- |
| // C++ program to implement  // Multilevel Inheritance  #include <iostream>  using namespace std;    // base class  class Vehicle  {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };  class fourWheeler: public Vehicle  {  public:      fourWheeler()      {        cout<<"Objects with 4 wheels are vehicles"<<endl;      }  };  // sub class derived from two base classes  class Car: public fourWheeler{     public:       car()       {         cout<<"Car has 4 Wheels"<<endl;       }  };    // main function  int main()  {      //creating object of sub class will      //invoke the constructor of base classes      Car obj;      return 0;  } |

output:

This is a Vehicle

Objects with 4 wheels are vehicles

Car has 4 Wheels

1. **Hierarchical Inheritance**: In this type of inheritance, more than one sub class is inherited from a single base class. i.e. more than one derived class is created from a single base class.
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|  |
| --- |
| // C++ program to implement  // Hierarchical Inheritance  #include <iostream>  using namespace std;    // base class  class Vehicle  {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };      // first sub class  class Car: public Vehicle  {    };    // second sub class  class Bus: public Vehicle  {    };    // main function  int main()  {      // creating object of sub class will      // invoke the constructor of base class      Car obj1;      Bus obj2;      return 0;  } |

**Output:**

This is a Vehicle

This is a Vehicle

1. **Hybrid (Virtual) Inheritance**: Hybrid Inheritance is implemented by combining more than one type of inheritance. For example: Combining Hierarchical inheritance and Multiple Inheritance.  
   Below image shows the combination of hierarchical and multiple inheritance:
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|  |
| --- |
| // C++ program for Hybrid Inheritance    #include <iostream>  using namespace std;    // base class  class Vehicle  {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };    //base class  class Fare  {      public:      Fare()      {          cout<<"Fare of Vehicle\n";      }  };    // first sub class  class Car: public Vehicle  {    };    // second sub class  class Bus: public Vehicle, public Fare  {    };    // main function  int main()  {      // creating object of sub class will      // invoke the constructor of base class      Bus obj2;      return 0;  } |

**Output:**

This is a Vehicle

Fare of Vehicle

**Ambiguity Resolution in Multiple Inheritance**

### Ambiguity in Multiple Inheritance

The most obvious problem with multiple inheritance occurs during function overriding.

Suppose, two base classes have a same function which is not overridden in derived class.

If you try to call the function using the object of the derived class, compiler shows error. It's because compiler doesn't know which function to call. For example,

class base1

{

public:

void someFunction()

{...........}

};

class base2

{

void someFunction()

{...........}

};

class derived :public base1,public base2

{

};

int main()

{

derived obj;

obj.someFunction()// Error!

}

This problem can be solved using scope resolution function to specify which function to class either base1 or base2

int main()

{

obj.base1::someFunction( ); // Function of base1 class is called

obj.base2::someFunction(); // Function of base2 class is called.

}

**Constructor Calling (Implicit and Explicit Constructor Call) to Base Class**

If we inherit a class from another class and create an object of the derived class, it is clear that the default constructor of the derived class will be invoked but before that the default constructor of all of the base classes will be invoke, i.e the order of invokation is that the base class’s default constructor will be invoked first and then the derived class’s default constructor will be invoked.

**Why the base class’s constructor is called on creating an object of derived class?**

To understand this you will have to recall your knowledge on inheritance. What happens when a class is inherited from other? The data members and member functions of base class comes automatically in derived class based on the access specifier but the definition of these members exists in base class only. So when we create an object of derived class, all of the members of derived class must be initialized but the inherited members in derived class can only be initialized by the base class’s constructor as the definition of these members exists in base class only. This is why the constructor of **base class is called first to initialize all the inherited members.**

|  |
| --- |
| // C++ program to show the order of constructor call  // in single inheritance    #include <iostream>  using namespace std;    // base class  class Parent  {      public:        // base class constructor      Parent()      {          cout << "Inside base class" << endl;      }  };    // sub class  class Child : public Parent  {      public:        //sub class constructor      Child()      {          cout << "Inside sub class" << endl;      }  };    // main function  int main() {        // creating object of sub class      Child obj;        return 0;  } |

Output:

Inside base class

Inside sub class

**Order of constructor call for Multiple Inheritance**

For multiple inheritance order of constructor call is, the base class’s constructors are called in the order of inheritance and then the derived class’s constructor.

|  |
| --- |
| // C++ program to show the order of constructor calls  // in Multiple Inheritance    #include <iostream>  using namespace std;    // first base class  class Parent1  {        public:        // first base class's Constructor      Parent1()      {          cout << "Inside first base class" << endl;      }  };    // second base class  class Parent2  {      public:        // second base class's Constructor      Parent2()      {          cout << "Inside second base class" << endl;      }  };    // child class inherits Parent1 and Parent2  class Child : public Parent1, public Parent2  {      public:        // child class's Constructor      Child()      {          cout << "Inside child class" << endl;      }  };    // main function  int main() {        // creating object of class Child      Child obj1;      return 0;  } |

Output:

Inside first base class

Inside second base class

Inside child class

**Containership and Inheritance**

The main difference between **inheritance** and **containership** is that **inheritance** allows using properties and methods of an existing class in the new class while **containership** is another name for composition that describes the ownership between the associated objects.

We can create an object of one class into another and that object will be a member of the class. This type of relationship between classes is known as **containership** or **has\_a** relationship as one class contain the object of another class. And the class which contains the object and members of another class in this kind of relationship is called a **container class**.  
**The object that is part of another object is called contained object, whereas object that contains another object as its part or attribute is called container object.**

***Difference between containership and inheritance***

**Containership**  
-> When features of existing class are wanted inside your new class, but, not its interface  
for eg->  
1)computer system has a hard disk  
2)car has an Engine, chassis, steering wheels.

**Inheritance**  
-> When you want to force the new type to be the same type as the base class.  
for eg->  
1)computer system is an electronic device  
2)Car is a vehicle
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Employees can be of Different types as can be seen above. It can be a developer, an HR manager, a sales executive, and so on. Each one of them belongs to Different problem domain but the basic Characteristics of an employee are common to all.

**Syntax for Containership:**

// Class that is to be contained

class first {

.

.

};

// Container class

class second {

// creating object of first

first f;

.

.

};

Below examples explain the Containership in C++ in a better way.

**Example 1:**

|  |
| --- |
| // CPP program to illustrate  // concept of Containership    #include <iostream>  using namespace std;    class first {  public:      void showf()      {          cout << "Hello from first class\n";      }  };    // Container class  class second {      // creating object of first      first f;    public:      // constructor      second()      {          // calling function of first class          f.showf();      }  };    int main()  {      // creating object of second      second s;  } |

**Output:**

Hello from first class

**Explanation:**In the class **second** we have an object of class **first**. This is another type of inheritance we are witnessing. This type of inheritance is known as **has\_a** relationship as we say that class **second** has an object of first class **first** as its member. From the object f we call the function of class **first**.

**Example 2:**

|  |
| --- |
| #include <iostream>  using namespace std;    class first {  public:      first()      {          cout << "Hello from first class\n";      }  };    // Container class  class second {      // creating object of first      first f;    public:      // constructor      second()      {          cout << "Hello from second class\n";      }  };    int main()  {      // creating object of second      second s;  } |

**Output:**  
Hello from first class

Hello from second class

**Explanation:**In this program we have not inherited class **first** into class **second** but as we are having an object of class **first** as a member of class **second**. So when default constructor of class **second** is called, due to presence of object **f** of **first** class in **second**, default constructor of class **first** is called first and then default constructor of class **second** is called .

**Example 3:**

|  |
| --- |
| #include <iostream>  using namespace std;    class first {  private:      int num;    public:      void showf()      {          cout << "Hello from first class\n";          cout << "num = " << num << endl;      }        int& getnum()      {          return num;      }  };    // Container class  class second {      // creating object of first      first f;    public:      // constructor      second()      {          f.getnum() = 20;          f.showf();      }  };    int main()  {      // creating object of second      second s;  } |

**Output:**

Hello from first class

num = 20

**Explanation:**With the help of containership we can only use **public** member/function of the class but not **protected** or **private**. In the **first** class we have returned the reference with the help of **getnum**. Then we show it by a call to **showf**.

**Example 4**

|  |
| --- |
| #include<iostream>  using namespace std;    class cDate  {      int mDay,mMonth,mYear;  public:      cDate()      {          mDay = 10;          mMonth = 11;          mYear = 1999;      }      cDate(int d,int m ,int y)      {          mDay = d;          mMonth = m;          mYear = y;      }      void display()      {          cout << "day" << mDay << endl;          cout <<"Month" << mMonth << endl;          cout << "Year" << mYear << endl;      }  };  // Container class  class cEmployee  {  protected:      int mId;      int mBasicSal;      // Contained Object      cDate mBdate;  public:      cEmployee()      {          mId = 1;          mBasicSal = 10000;          mBdate = cDate();      }      cEmployee(int, int, int, int, int);      void display();  };    cEmployee :: cEmployee(int i, int sal, int d, int m, int y)  {      mId = i;      mBasicSal = sal;      mBdate = cDate(d,m,y);  }  void cEmployee::display()  {      cout << "Id : " << mId << endl;      cout << "Salary :" <<mBasicSal << endl;      mBdate.display();  }      int main()  {      // Default constructor call      cEmployee e1;      e1.display();      // Parameterized constructor called      cEmployee e2(2,20000,11,11,1999);      e2.display();      return 0;  } |

**output**

Id : 1

Salary :10000

day 10

Month 11

Year 1999

Id : 2

Salary :20000

day 11

Month 11

Year 1999

**Virtual Base Class**

Virtual base classes are used in virtual inheritance in a way of preventing multiple “instances” of a given class appearing in an inheritance hierarchy when using multiple inheritances.

**Need for Virtual Base Classes:**

Consider the situation where we have one class **A** .This class is **A** is inherited by two other classes **B** and **C**. Both these class are inherited into another in a new class **D** as shown in figure below.
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As we can see from the figure that data members/function of class **A** are inherited twice to class **D**. One through class **B** and second through class **C**. When any data / function member of class **A** is accessed by an object of class **D**, ambiguity arises as to which data/function member would be called? One inherited through **B** or the other inherited through **C**. This confuses compiler and it displays error.

**Example:** To show the need of Virtual Base Class in C++

|  |
| --- |
| #include <iostream>  using namespace std;    class A {  public:      void show()      {          cout << "Hello form A \n";      }  };    class B : public A {  };    class C : public A {  };    class D : public B, public C {  };    int main()  {      D object;      object.show();  } |

**Compile Errors:**

prog.cpp: In function 'int main()':

prog.cpp:29:9: error: request for member 'show' is ambiguous

object.show();

^

prog.cpp:8:8: note: candidates are: void A::show()

void show()

^

prog.cpp:8:8: note: void A::show()

**How to resolve this issue?**  
To resolve this ambiguity when class **A** is inherited in both class **B** and class **C**, it is declared as **virtual base class** by placing a keyword **virtual** as :

**Syntax for Virtual Base Classes:**

**Syntax 1:**

class B : virtual public A

{

};

**Syntax 2:**

class C : public virtual A

{

};

**Note:** **virtual** can be written before or after the **public**. Now only one copy of data/function member will be copied to class **C** and class **B** and class **A** becomes the virtual base class.  
Virtual base classes offer a way to save space and avoid ambiguities in class hierarchies that use multiple inheritances. When a base class is specified as a virtual base, it can act as an indirect base more than once without duplication of its data members. A single copy of its data members is shared by all the base classes that use virtual base.

**Example 1**

|  |
| --- |
| #include <iostream>  using namespace std;    class A {  public:      int a;      A() // constructor      {          a = 10;      }  };    class B : public virtual A {  };    class C : public virtual A {  };    class D : public B, public C {  };    int main()  {      D object; // object creation of class d      cout << "a = " << object.a << endl;        return 0;  } |

**Output:**

a = 10

**Explanation :**The class **A** has just one data member **a** which is **public**. This class is virtually inherited in class **B** and class **C**. Now class **B** and class **C** becomes virtual base class and no duplication of data member **a** is done.

**Example 2:**

|  |
| --- |
| #include <iostream>  using namespace std;    class A {  public:      void show()      {          cout << "Hello from A \n";      }  };    class B : public virtual A {  };    class C : public virtual A {  };    class D : public B, public C {  };    int main()  {      D object;      object.show();  } |

**Output:**

Hello from A

**Unit – IV/ Friend and Polymorphism:**

**Friend Function**

**Friend Function** Like friend class, a friend function can be given special grant to access private and protected members. A friend function can be:  
a) A method of another class  
b) A global function

|  |
| --- |
| classNode {  private:      intkey;      Node\* next;        /\* Other members of Node Class \*/      friendintLinkedList::search();      // Only search() of linkedList      // can access internal members  }; |

Following are some important points about friend functions and classes:  
**1)** Friends should be used only for limited purpose. too many functions or external classes are declared as friends of a class with protected or private data, it lessens the value of encapsulation of separate classes in object-oriented programming.

**2)** Friendship is not mutual. If class A is a friend of B, then B doesn’t become a friend of A automatically.

**3)** Friendship is not inherited

**4)** The concept of friends is not there in Java.

**Friend Member Function and Friend Class**

**Friend Class** A friend class can access private and protected members of other class in which it is declared as friend. It is sometimes useful to allow a particular class to access private members of other class. For example a LinkedList class may be allowed to access private members of Node.

|  |
| --- |
| classNode {  private:      intkey;      Node\* next;      /\* Other members of Node Class \*/        // Now class  LinkedList can      // access private members of Node      friendclassLinkedList;  }; |

**A friend class** can access private and protected members of other classes in which it is declared as a friend. It is sometimes useful to allow a particular class to access private and protected members of other classes. For example, a LinkedList class may be allowed to access private members of Node.

We can declare a friend class in C++ by using the friend keyword.

**Syntax:**

***friend class class\_name; // declared in the base class***

***Friend class***

**A simple and complete C++ program to demonstrate friend Class**

#include <iostream>

using namespace std;

class GFG {

private:

int private\_variable;

protected:

int protected\_variable;

public:

GFG()

{

private\_variable = 10;

protected\_variable = 99;

}

// friend class declaration

friend class F;

};

// Here, class F is declared as a

// friend inside class GFG. Therefore,

// F is a friend of class GFG. Class F

// can access the private members of

// class GFG.

class F {

public:

void display(GFG& t)

{

cout << "The value of Private Variable = "

<< t.private\_variable << endl;

cout << "The value of Protected Variable = "

<< t.protected\_variable;

}

};

// Driver code

int main()

{

GFG g;

F fri;

fri.display(g);

return 0;

}

**A simple and complete C++ program to demonstrate friend function of another class**

|  |
| --- |
| #include <iostream>    class B;    class A {  public:      void showB(B&);  };    class B {  private:      int b;    public:      B() { b = 0; }      friend void A::showB(B& x); // Friend function  };    void A::showB(B& x)  {      // Since showB() is friend of B, it can      // access private members of B      std::cout << "B::b = " << x.b;  }    int main()  {      A a;      B x;      a.showB(x);      return 0;  } |

Output:

B::b = 0

**A simple and complete C++ program to demonstrate global friend**

|  |
| --- |
| #include <iostream>    class A {      int a;    public:      A() { a = 0; }        // global friend function      friend void showA(A&);  };    void showA(A& x)  {      // Since showA() is a friend, it can access      // private members of A      std::cout << "A::a=" << x.a;  }    int main()  {      A a;      showA(a);      return 0;  } |

Output:

A::a = 0

**Polymorphism: Function Overloading, Operator Overloading**

**Function overloading** is a feature of object-oriented programming where two or more functions can have the same name but different parameters. When a function name is overloaded with different jobs it is called Function Overloading. In Function Overloading “Function” name should be the same and the arguments should be different. Function overloading can be considered as an example of a [polymorphism](https://www.geeksforgeeks.org/polymorphism-in-c/) feature in C++.

If multiple functions having same name but parameters of the functions should be different is known as Function Overloading.  
If we have to perform only one operation and having same name of the functions increases the readability of the program.  
Suppose you have to perform addition of the given numbers but there can be any number of arguments, if you write the function such as a(int,int) for two parameters, and b(int,int,int) for three parameters then it may be difficult for you to understand the behavior of the function because its name differs.

The parameters should follow any one or more than one of the following conditions for Function overloading:

* Parameters should have a different type

*add(int a, int b)  
add(double a, double b)*

**#include <iostream>**

**using namespace std;**

**void add(int a, int b)**

**{**

**cout << "sum = " << (a + b);**

**}**

**void add(double a, double b)**

**{**

**cout << endl << "sum = " << (a + b);**

**}**

**// Driver code**

**int main()**

**{**

**add(10, 2);**

**add(5.3, 6.2);**

**return 0;**

**}**

**Operator Overloading using Friend**

#### Example : Program demonstrating Unary operator overloading using Friend function

#include<iostream>  
using namespace std;  
class UnaryFriend  
{  
     int a=10;  
     int b=20;  
     int c=30;  
     public:  
         void getvalues()  
         {  
              cout<<"Values of A, B & C\n";  
              cout<<a<<"\n"<<b<<"\n"<<c<<"\n"<<endl;  
         }  
         void show()  
         {  
              cout<<a<<"\n"<<b<<"\n"<<c<<"\n"<<endl;  
         }  
         void friend operator-(UnaryFriend &x);      //Pass by reference  
};  
void operator-(UnaryFriend &x)  
{  
     x.a = -x.a;     //Object name must be used as it is a friend function  
     x.b = -x.b;  
     x.c = -x.c;  
}  
int main()  
{  
     UnaryFriend x1;  
     x1.getvalues();  
     cout<<"Before Overloading\n";  
     x1.show();  
     cout<<"After Overloading \n";  
     -x1;  
      x1.show();  
      return 0;  
}

**Output:**  
Values of A, B & C  
10  
20  
30  
  
Before Overloading  
10  
20  
30  
  
After Overloading  
-10  
-20  
-30  
  
In the above program, **operator –** is overloaded using friend function. The **operator()** function is defined as a **Friend function.** The statement **-x1** invokes the **operator()** function. The object **x1** is created of class **UnaryFriend.** The object itself acts as a source and destination object. This can be accomplished by sending reference of an object. The object **x1** is a reference of object **x.** The values of object **x1** are replaced by itself by applying negation.

**Virtual function & Pure Virtual Function**

A virtual function a member function which is declared within a base class and is re-defined(Overriden) by a derived class. When you refer to a derived class object using a pointer or a reference to the base class, you can call a virtual function for that object and execute the derived class’s version of the function.

* Virtual functions ensure that the correct function is called for an object, regardless of the type of reference (or pointer) used for function call.
* They are mainly used to achieve[Runtime polymorphism](https://www.geeksforgeeks.org/polymorphism-in-c/)
* Functions are declared with a **virtual**keyword in base class.
* The resolving of function call is done at Run-time.

**Rules for Virtual Functions**

1. Virtual functions cannot be static and also cannot be a friend function of another class.
2. Virtual functions should be accessed using pointer or reference of base class type to achieve run time polymorphism.
3. The prototype of virtual functions should be same in base as well as derived class.
4. They are always defined in base class and overridden in derived class. It is not mandatory for derived class to override (or re-define the virtual function), in that case base class version of function is used.
5. A class may have [virtual destructor](https://www.geeksforgeeks.org/virtual-destructor/) but it cannot have a virtual constructor.

**Compile-time(early binding) VS run-time(late binding) behavior of Virtual Functions**

Consider the following simple program showing run-time behavior of virtual functions.

// CPP program to illustrate

// concept of Virtual Functions

#include <iostream>

using namespace std;

class base {

public:

    virtual void print()

    {

        cout << "print base class" << endl;

    }

    void show()

    {

        cout << "show base class" << endl;

    }

};

class derived : public base {

public:

    void print()

    {

        cout << "print derived class" << endl;

    }

    void show()

    {

        cout << "show derived class" << endl;

    }

};

int main()

{

    base\* bptr;

    derived d;

    bptr = &d;

    // virtual function, binded at runtime

    bptr->print();

    // Non-virtual function, binded at compile time

    bptr->show();

}

Output:

print derived class

show base class

**Explanation:** Runtime polymorphism is achieved only through a pointer (or reference) of base class type. Also, a base class pointer can point to the objects of base class as well as to the objects of derived class. In above code, base class pointer ‘bptr’ contains the address of object ‘d’ of derived class.

Late binding(Runtime) is done in accordance with the content of pointer (i.e. location pointed to by pointer) and Early binding(Compile time) is done according to the type of pointer, since print() function is declared with virtual keyword so it will be bound at run-time (output is *print derived class* as pointer is pointing to object of derived class ) and show() is non-virtual so it will be bound during compile time(output is *show base class* as pointer is of base type ).

**NOTE:** If we have created a virtual function in the base class and it is being overridden in the derived class then we don’t need virtual keyword in the derived class, functions are automatically considered as virtual functions in the derived class.

// CPP program to illustrate

// working of Virtual Functions

#include <iostream>

using namespace std;

class base {

public:

    void fun\_1() { cout << "base-1\n"; }

    virtual void fun\_2() { cout << "base-2\n"; }

    virtual void fun\_3() { cout << "base-3\n"; }

    virtual void fun\_4() { cout << "base-4\n"; }

};

class derived : public base {

public:

    void fun\_1() { cout << "derived-1\n"; }

    void fun\_2() { cout << "derived-2\n"; }

    void fun\_4(int x) { cout << "derived-4\n"; }

};

int main()

{

    base\* p;

    derived obj1;

    p = &obj1;

    // Early binding because fun1() is non-virtual

    // in base

    p->fun\_1();

    // Late binding (RTP)

    p->fun\_2();

    // Late binding (RTP)

    p->fun\_3();

    // Late binding (RTP)

    p->fun\_4();

    // Early binding but this function call is

    // illegal(produces error) becasue pointer

    // is of base type and function is of

    // derived class

    // p->fun\_4(5);

}

Output:

base-1

derived-2

base-3

base-4

**Explanation:** Initially, we create a pointer of type base class and initialize it with the address of the derived class object. When we create an object of the derived class, the compiler creates a pointer as a data member of the class containing the address of VTABLE of the derived class.

Similar concept of **Late and Early Binding**is used as in above example. For fun\_1() function call, base class version of function is called, fun\_2() is overridden in derived class so derived class version is called, fun\_3() is not overridden in derived class and is virtual function so base class version is called, similarly fun\_4() is not overridden so base class version is called.

**NOTE:** fun\_4(int) in derived class is different from virtual function fun\_4() in base class as prototype of both the function is different.

***Pure Virtual Functions***

Sometimes implementation of all function cannot be provided in a base class because we don’t know the implementation. Such a class is called abstract class. For example, let Shape be a base class. We cannot provide implementation of function draw() in Shape, but we know every derived class must have implementation of draw(). Similarly an Animal class doesn’t have implementation of move() (assuming that all animals move), but all animals must know how to move. We cannot create objects of abstract classes.

A pure virtual function (or abstract function) in C++ is a [virtual function](https://www.geeksforgeeks.org/virtual-functions-and-runtime-polymorphism-in-c-set-1-introduction/)for which we don’t have implementation, we only declare it. A pure virtual function is declared by assigning 0 in declaration. See the following example.

|  |
| --- |
| // An abstract class  class Test  {      // Data members of class  public:      // Pure Virtual Function      virtual void show() = 0;       /\* Other members \*/  }; |

**A complete example:**  
A pure virtual function is implemented by classes which are derived from a Abstract class. Following is a simple example to demonstrate the same.

|  |
| --- |
| #include<iostream>  using namespace std;    class Base  {     int x;  public:      virtual void fun() = 0;      int getX() { return x; }  };    // This class inherits from Base and implements fun()  class Derived: public Base  {      int y;  public:      void fun() { cout << "fun() called"; }  };    int main(void)  {      Derived d;      d.fun();      return 0;  } |

Output:

fun() called

**Some Interesting Facts:**  
**1)** A class is abstract if it has at least one pure virtual function.  
In the following example, Test is an abstract class because it has a pure virtual function show().

|  |
| --- |
| // pure virtual functions make a class abstract  #include<iostream>  using namespace std;    class Test  {     int x;  public:      virtual void show() = 0;      int getX() { return x; }  };    int main(void)  {      Test t;      return 0;  } |

Output:

Compiler Error: cannot declare variable 't' to be of abstract

type 'Test' because the following virtual functions are pure

within 'Test': note: virtual void Test::show()

**2)** *We can have pointers and references of abstract class type.*  
For example the following program works fine.

|  |
| --- |
| #include<iostream>  using namespace std;    class Base  {  public:      virtual void show() = 0;  };    class Derived: public Base  {  public:      void show() { cout << "In Derived \n"; }  };    int main(void)  {      Base \*bp = new Derived();      bp->show();      return 0;  } |

Output:

In Derived

**3)** *If we do not override the pure virtual function in derived class, then derived class also becomes abstract class.*  
The following example demonstrates the same.

|  |
| --- |
| #include<iostream>  using namespace std;  class Base  {  public:      virtual void show() = 0;  };    class Derived : public Base { };    int main(void)  {    Derived d;    return 0;  } |

Compiler Error: cannot declare variable 'd' to be of abstract type

'Derived' because the following virtual functions are pure within

'Derived': virtual void Base::show()

**4)** *An abstract class can have constructors.*  
For example, the following program compiles and runs fine.

|  |
| --- |
| #include<iostream>  using namespace std;    // An abstract class with constructor  class Base  {  protected:     int x;  public:    virtual void fun() = 0;    Base(int i) { x = i; }  };    class Derived: public Base  {      int y;  public:      Derived(int i, int j):Base(i) { y = j; }      void fun() { cout << "x = " << x << ", y = " << y; }  };    int main(void)  {      Derived d(4, 5);      d.fun();      return 0;  } |

Output:

x = 4, y = 5